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Abstract

This paper presents an algorithm which extends the
relatively new notion of speculative concurrency con-
trol by delaying the commaitment of transactions, thus
allowing other conflicting transactions to continue
execution and commit rather than restart. The al-
gorithm propagates uncommitted data to other out-
standing transactions thus allowing more speculative
schedules to be considered.

1 Introduction

A real-time database management system is an amal-
gamation of conventional database management and
real-time scheduling. Like database systems, 1t has
to process transactions and guarantee database con-
sistency using a concurrency control algorithm. Fur-
thermore, it has to operate in real-time, satisfying
time constraints on each transaction [1].

Mena [8] classified concurrency control algo-
rithms into optimistic and pessimistic algorithms. In
[3], we proposed a new approach, Speculative Con-
currency Control (SCC), which combines the Pes-
simistic and Optimistic Concurrency Control (PCC
and OCC) algorithms. SCC adapts to developing
conflicts by creating multiple shadows, each dealing
with a different set of conflicts, rather than waiting
for these conflicts to materialize or subside. This
makes SCC-based algorithms better suited for real-
time applications. In this paper, we propose the
Multi-version SCC algorithm with Delayed Commit-
ment (MSCC-DC), which combines the basic SCC
algorithms with other ideas that have been studied
for real-time DBMS. This is summarized below.

Typically, transaction conflicts result from an
uncommitted transaction’s attempt to write some
data that is later read by a second uncommited
transaction. This read/write conflict creates a po-
tential hazard since there are two values of the
data: the committed value (previously existing in the
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database), and the new value (written by the first
transaction). Under SCC, both transactions run us-
ing the OCC algorithm. However, when a read/write
conflict 1s detected, an alternate shadow of the second
(reader) transaction is started and executes until the
conflict point (the attempt to read the data) where it
is blocked. In MSCC-DC, instead of blocking, the al-
ternate shadow is allowed to continue by reading the
data value written by the first transaction. Since the
first transaction has not yet committed, we say that
the second transaction has read uncommitted data.
In general, most concurrency control schemes being
studied in the literature do not allow transactions
to read uncommitted data since it could easily cause
commit dependencies and cascading aborts. How-
ever, by limiting the chain of transactions that read
uncommitted (dirty) data, we can bound the number
of aborts caused by a materialized conflict.

If a transaction T commits immediately after it
finishes its computation, 1t will cause all other trans-
actions that conflict with it to abort. If most of the
aborted transactions do not conflict with each other,
a better percentage of deadlines may be met by com-
mitting the other transactions instead. Thus, delay-
ing the commitment of a transaction T may result
in the discovery of a better combination of transac-
tions to commit. Meanwhile, since the data written
by transaction T is made available to other transac-
tions, redundant computation for active transactions
are not delayed by the delayed-commitment of T.

2 Previous Work

In [2], Agrawal concluded that pessimistic locking
protocols, due to their conservation of resources, per-
form better than optimistic techniques for conven-
tional DBMS. Pessimistic two-phase locking algo-
rithms detect potential conflicts as they occur. How-
ever, they may suffer possible unbounded waiting due
to blocking and deadlocks. The resource conserva-
tion nature of pessimistic algorithms becomes a draw-
back in a real-time environment, where meeting time-



constraints has a much higher priority than conserv-
ing resources.

In [6, 5], Haritsa, Carey and Linvy showed
that for a real-time DBMS with firm deadlines
(transactions missing their deadlines are immedi-
ately discarded), optimistic algorithms outperform
pessimistic schemes. The key result is that, if low
resource utilization is acceptable (i.e. a large amount
of wasted resources can be tolerated), then comput-
ing resources wasted due to restart do not adversely
affect performance. This makes OCC restart-based
protocols more attractive in real-time DBMS than

PCC blocking-based algorithms.

Classical OCC [7] consists of three stages of ex-
ecution for a transaction: read, validation, and write.
The key stage is the validation phase where the fate
of the transaction is determined. A transaction is al-
lowed to execute unhindered (during its read stage)
until 1t reaches its commit point, at which time a val-
idation test 1s applied. This test checks if there is any
conflict between the actions of the transaction being
validated and those of any other committed transac-
tions. A transaction is restarted if it fails its valida-
tion test, otherwise it commits by going through its
write stage, in which modifications to the database
are made visible to other transactions.

Conflict resolution in OCC schemes is always
done by aborting the validating transaction. How-
ever, conflicts are not detected until the validation
phase, at which time 1t may be too late to restart.
The Broadcast Commit variant (OCC-BC) [8, 9] par-
tially remedies this problem: when a transaction
commits, 1t notifies those concurrently running trans-
actions which conflict with it. Those transactions are
restarted immediately. Note that there is no need
to check for conflicts with already committed trans-
actions since such transactions would have, in the
event of a conflict, informed the validating transac-
tion to restart. Thus, the validating transaction is
always guaranteed to commit. The broadcast com-
mit method detects conflicts earlier than the classical
OCC algorithm resulting in earlier restarts.

SCC combines the advantage of both optimistic
and pessimistic schemes while avoiding their disad-
vantages [3]. It goes one step further in utilizing in-
formation about conflicts. Instead of waiting for a
potential consistency threat to materialize and then
taking a corrective measure, SCC uses redundant re-

sources to start speculating on corrective measures as
soon as the conflict in question develops. By start-
ing on such corrective measures as early as possible,
the likelithood of meeting any set timing constraint is
greatly enhanced.

To better illustrate the point, consider two
transactions 77, and T3, such that 75 reads item =z
after 77 has updated it. The basic OCC algorithm
(figure 1) restarts transaction 75 when it enters its
validation stage. Obviously, the likelihood of the
restarted transaction 75 meeting its timing constraint
decreases. The OCC-BC algorithm avoids waiting
unnecessarily until 75’s validation stage in order to
restart it. This is illustrated in figure 2, where 75 is
restarted as soon as 7] broadcasts 1ts commit.
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Figure 2: Example under the OCC-BC algorithm.

Using the SCC approach, instead of pessimisti-
cally blocking 75, or optimistically ignoring the con-
flict until the validation stage, a copy (or secondary
shadow) of the reader transaction T, is made. The
original transaction Ty (primary shadow) continues to
run uninterrupted, while the shadow T4 is restarted
(or forked off). Only one of the two shadows is al-
lowed to commit; the other is aborted. Figures 3
and 4 show two possible scenarios that may develop
depending on the time needed for transaction 75 to
reach its validation stage. Obviously, SCC achieves
an earlier restart over OCC-BC.

One more problem with OCC-BC and other
common concurrency control schemes is that by com-
mitting a transaction as soon as it finishes validat-
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Figure 3: SCC schedule with an undeveloped conflict.
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Figure 4: SCC schedule with a developed conflict.

ing, it may cause a larger number of transactions to
abort and miss their deadlines. For example, in fig-
ure b, committing 77 as soon as it is validated causes
both 7% and 75 to abort, and both of them cannot
be restarted early enough to meet their deadlines. In
[6], Harista showed that by making a lower priority
transaction wait after it is validated, the number of
transaction restarts is reduced, thus increasing the
number of transactions meeting their deadlines.
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Figure 5: Missing deadlines under OCC-BC.

However, if we are not careful, delaying the com-
mitment of a transaction could also increase the num-
ber of transactions missing their deadlines because
the transactions were not restarted as early as they
could have been. For example, in figure 6, the com-
mitment of transaction T3 is delayed, but since T3

was not restarted until 75 has committed, T; still
misses the deadline. If 77 could restart immediately
after Ty finishes, it would have had a better chance
of meeting its deadline. The problem here is that the
data written by a transaction is not made available
to other transactions until the transaction has com-
mitted. In MSCC-DC, we allow 77 to read the item z
written by 75 after the validation of 75, without nec-
essarily waiting for the commit to finish. This gives
T the opportunity to restart as if 75 was committed
immediately after the validation stage as illustrated

in Figure 7.
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Figure 6: A delayed commit under OCC-BC.
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Figure 7: Example under the MSCC-DC algorithm.

3 The MSCC-DC Algorithm

To simplify the problem, we will assume that transac-
tion execution goes through 3 stages: read, validate,
and write. During the validation stage of a transac-
tion 7, and if conflicts with other transactions are de-
tected, then instead of aborting the conflicting trans-
actions, we delay the commitment of 7. A transac-
tion is said to be finished when 1t is at the end of the
validation stage, but not yet committed. Data writ-
ten by a finished transaction may be propagated to
secondary shadows of other transactions in the sys-
tem, but not to primary shadows. Without loss of



generality, we assume that a transaction writes ob-
jects it modifies only once near the end of its exe-
cution, that all transactions have equal priority, and
that transactions’ deadlines are known to the system.

Let T2 denote the first process (primary shadow)
created on behalf of transaction 7;. T runs op-
timistically, and only reads data committed to the
database. Let 7Y, j > 0, denote the secondary shad-
ows of transaction 7}. Such a shadow, TF, is started
to account for a read/write conflict between T; and
the primary shadow 7} of some other transaction 7.
If TF needs to read data written by a not-yet-finished
T, then T} blocks waiting for T} to fininsh. When
17 is finished, its uncommitted data may be propa-

gated to T, whose execution is resumed.

The MSCC-DC algorithm requires the mainte-
nance of a number of data structures. WriteSet(T7)
the set of objects written by shadow TZ]
WriteList(T;) contains the values of objects written
by the finished transaction T;. ReadSet(T} ) is the set
of objects read by shadow TZ] ReadList(TF) contains
all the objects read by the shadow T} from WriteList.
We denote the current time by ¢ and the deadline of
transaction T; by D;.

The details of MSCC-DC can be found in [4].
Here we introduce the algorithm using an exam-
ple. Consider the set of shadows in figure 8. When
transaction 77 finishes, it 1s blocked. Meanwhile,
the WriteList(T1), containing the variable X and its
value wrote by T?, is made available to both 75 and
T3. 15 restarts a secondary shadow T21 since the
ReadSet(TY) contains X. T starts a secondary copy
T4 later on, when it attempts to read X. Both 73 and
T4 will read the value of X from the WriteList(T}),
and all other variables from the committed data in
the database. This is shown in figure 9.
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Figure 8: MSCC-DC: start
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Figure 9: MSCC-DC: T1 finishes

By the time T2 finishes, secondary shadows are
started for both 77 (namely T7) and T3 (namely T7).
Similarly, when T% finishes, T2 and T3 are started for
Ty and Ts, respectively (see Figure 10). The deadline
of T5 is eventually reached. Since the secondary shad-
ows of Ty are not finished yet, 79 is committed and all
the secondary shadows for T3 are aborted. This leads
to the abortion of the primary shadow TP and T3 be-
cause they both conflict with 7%. Secondary shadows
T? and T are promoted to become primary shadows,
now that all the data they read is committed. T3
and T3 are aborted since the primary shadows that
caused them to be started were aborted. The state
of the set of shadows is shown in figure 11.

The same steps will be repeated when the new
primary shadow for 77 and for 73 finish. New sec-
ondary shadows will be started, as seen in figure 12.
Eventually, when it gets closer to its deadline, T7
will commit, thus resulting in the abortion of the pri-
mary shadow for 77 and the secondary shadow for 77
is promoted to become the primary shadow.

In [4], we sketch a proof (by induction) that the
algorithm always produces a schedule that is serializ-
able. Also, we prove that MSCC-DC does not suffer
from the problem of cascading aborts since the prop-
agation of uncommitted data occurs from primary to
secondary shadows and not vice-versa.
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Figure 10: MSCC-DC: Ty and T3 finish

4 Conclusion

Previous concurrency control algorithms such as
OCC-BC do not link the commitment of transactions
with their deadlines, which is essential for real-time
DBMS. These schemes heavily favor transactions that
finish early instead of those with tighter deadlines.
Some schemes try to solve the problem by assign-
ing priority to transactions according to deadlines.
MSCC-DC provides the link between commitment of
transactions and their deadlines without actually as-
signing priorities to transactions. This occurs at the
expense of using more processing resources.

In MSCC-DC, we allow a secondary shadow to
read uncommitted data from a single primary trans-
action. A better result may be obtained if we per-
mit some secondary transactions to read uncommit-
ted data from several primary transactions provided
those primary transactions do not conflict with each
other. Furthermore, in our algorithm above, we de-
layed the commitment of transactions until they actu-
ally reach their deadlines. It is possible that making
the decision to commit earlier may result in a better
performance.

Many interesting research problems remain to be
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Figure 12: MSCC-DC: after aborting

investigated: Can an optimal commit time be found?
When should a primary shadow commit? How can we
dynamically chose the better group of finished trans-
actions to commit? What changes need to be made
to add priorities? How would this change the perfor-
mances of the algorithm? How would MSCC-DC per-
form in simulations compared to other PCC, OCC,

and SCC algorithms?

Deadline
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