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## more program constructs (not in the book):

an imperative language + nondeterminism + concurrency

- integer expressions

$$
E::=\ldots \text { (as before) }
$$

- boolean expressions

$$
B \quad::=\ldots \quad \text { (as before) }
$$

- program expressions (or commands)

| $C$ | $::=$ | $x:=E \mid$ | $C ; C \mid$ if $B$ then $C$ else $C \mid$ while $B$ do $C$ od |
| :---: | :--- | :--- | :--- |
|  | $C$ | $C \cup C$ | (nondeterminism) |
|  | $C \\| C$ | (concurrency) |  |

- execution of program $(x:=1) \cup(x:=2)$ nondeterministically sets $x$ either to 1 or to 2
- execution of program $(x:=1 ; x:=x+1) \|(x:=2 ; x:=x+2)$ interleaves the 4 assignments in any order, as long as $x$ is set to 1 before being incremented by 1 , and set to 2 before being incremented by 2 . possible final values of $x$ are 2,4 , and 5 .
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